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Abstract
Over the last years, the need to interconnect businesses has significantly affected the Web. The Web has moved constantly from a static source of documents to a dynamic platform for distributed applications. The communication infrastructure of the Web links together applications, e.g. by exposing functionality through Web services in different architectural styles. The current strife between SOA and REST leads one to the issue which approach to choose. Supported by a formal model, we show an integrative way to incorporate service orientation and resource orientation in federated systems as a foundation for future agreements rather than a separation of the approaches.

1. Introduction
The evolution of the Web over the recent years has led to the emergence of modern, Web-based applications, linking different businesses via Web services. Federated portals, or 4th generation portals, are among the recent developments in this field [1]. Service-oriented architectures (SOA) following a WS-* architectural style [2] gained increasing attention, especially in the business to business area. This development was mainly driven by the trend to interconnect multiple enterprises and the need to link their services in order to establish cooperation and federations between these businesses. In the first instance, the technological improvements of Web service influenced this development. The Web service technology stack provides a well developed and standardized set of technologies for creating interoperable service orchestrations, using remote procedure calls, as well as document-driven service interaction [3, 4, 5]. As distributed software components, described on semantic levels, Web services expose functionality and data through well defined interfaces. Standardized Web protocols and formats such as XML, HTTP, SOAP, and WSDL [6] furthermore enable interoperability among a wide range of platforms and allow the deployment of various technologies, best suitable for the particular business need. These vantages can be of value both within as well as outside of an enterprise.

An alternative architectural style, the concept of Representational State Transfer or simply REST [7] led to the development of new applications types based on RESTful Web services [8], mainly in the context of Web 2.0. This development however, led to an irrational discussion about both architectural styles driven by biases and religious arguments rather than by objective facts [9]. REST however, is derived from the constraints given by the Web – constraints, valid for all resources on the Web. Both, SOA and REST must be understood as architectural styles and there is no guarantee that an architecture based on the SOA or REST paradigm does not include Web components based on the concepts of the coexisting paradigms [2]. An example is given in Figure 1 where we see the depiction of a Web site providing information from various content providers, following different architectural paradigms. The question now is whether this composition follows a SOA or a REST style and how to describe relations in a correct manner.

![Figure 1. Content from different providers](image)

While there are many attempts to formally describe Web service interaction in SOA-based architectures, only a few try to address this for resource-oriented architectures [10], and it is still an open question how to address both at once.
2. Motivation

To motivate our approach, we consider an example of a credit institution that grants access to its payment service to various online retailers. Each of the partners in such a system might implement its own access control mechanism. In addition, each of the involved partners might be connected to several business partners, who are competitors in their particular field. Hence, instead of granting access to resources to all requestors of a business partner, a fine-grained access control is required to secure both internal resources as well as resources made available by third parties. Access to local resources has to be granted based on individual users and services, in order to preserve their autonomy while meeting the partners’ business needs. Federated portals or 4th generation portals already address these latest developments. The relations, belonging to multiple organizations, within such federations consist of functionality in the form of Web services, shared data and user accounts. Users, for example, are managed solely by their corresponding organization but can, based on individual trust relationships, access remote resources provided by other organizations. Several challenges have to be addressed within such a system, including different information, semantics, data and also process models [11, 12]. While functionality of Web applications and services is made available inside and also outside of an organization, complex processes can be established by the composition of building blocks, provided by the various federation partners. On an organizational level, services might be removed, relocated, or substituted but also whole organizations may leave or join a federation. In this paper we describe a methodology to abstract such interactions of system components on the Web, regardless the architectural decision the systems are based on.

3. Modeling Services

Web services, following both, the SOA and the REST paradigm, are not bound to any specific organization or location. Of course, particular services are made available only within some organizational boundaries, accessible only by a limited range of users. Due to their nature, Web-based services and applications, however, tend to be accessible also outside of a specific organization to an audience not necessarily part of this particular organization. The need to federate Web-based applications within the industry finally led to various specifications and technological realizations.

However, all these approaches are based on common logical aspects.

The WebComposition Architecture Model (WAM) is a modeling approach for federated Web-based systems [13, 14, 15] based on these common federation concepts. In WAM, different concerns can be expressed in a multi-layers modeling approach addressing various aspects of the modeled system. Additional layers can be added as extensions, e.g. by third parties, to describe concepts not being part of WAM. Thus, WAM provides inter-model relationships, where the WAM layer is intended to cover the most vital aspects of the federated systems.

Figure 2. Model layers with inter-model relationships

All model elements in WAM represent entities, which are equivalents of resources, concepts, or relationships linking, various entities including links across model layers such as seen in Figure 2.

The principal WAM modeling elements are constituted in Figure 3. Organizational boundaries, which state a zone of control over Web-based system, network hardware and software systems, are represented as security realms. Each security realm provides a designated security token service (STS). This is a central authority for access control, which provides tokens to access the realm’s local resources and services. Authentication requests by unknown users and services are processed by an identity provider (IP). Tokens issued by such an identity provider form the foundation for the STS authorization decision process. The system’s components are represented as services that are provided by the different federation partners. Usually, these services are in the form of SOAP or REST architecture-style Web services, while user interaction takes typically place through (Web) applications. WAM allows describing additional resources as further system components connected to services. This includes data providers such as
databases and supplementary legacy systems. If certain aspects of computation are not within the scope of the modeled system, these components can be represented as process units. Potential access to applications and services is indicated by invocation links, which includes invocation within other security realms. Trust relationships can be established between the various security realms by extending the validity of the trusted security realm’s security tokens to the trusting realm. To complete the model, the concept of profiles allows the annotation of entities and relationships of the model by labeling them. These labels represent complex communication rules, such as the protocol to use or the encryption algorithms to apply. Therefore, the complexity of communication details can be hidden in a profile database, enabling the reuse of common profiles.

![WAM modeling elements](image)

**Figure 3.** WAM modeling elements

As such, the WAM graphical notation allows designing models in an easy fashion by using pen and paper. To support the modeling and deployment process, we extended Microsoft Visio to provide dedicated support for designing WAM diagrams (cf. Figure 4). A XSL-based transformation engine also allows us to generate machine-readable descriptions of the modeled system, the so-called WAM-XML.

![WAM authoring support in Microsoft Visio](image)

**Figure 4.** WAM authoring support in Microsoft Visio

To facilitate the implementation of the overall system, a dedicated infrastructure service is provided for querying and changing the model stored in WAM-XML. Federation partners can use this service to publish their components and relationships. The WAM Service allows the mapping of model modification directly to the infrastructure and vice versa. Hence, it is an up-to-date source for architectural information about the evolving system, its services and relationships.


Federated Web applications are highly distributed and concurrent systems. In order to choose the right formalism to transpose these models in a correct manner, it is essential to understand the foundations of the used formalisms. Therefore, we discuss the most important theoretical approaches and how they are linked to existing models and methodologies related to the Web.

Each of the formal methods that deal with parallel and concurrent systems, introduced in the next section, provides various advantages for certain application scenarios. Some of them include aspects of security, while some others seem to be similar to concepts in various well known modeling approaches. However, there is an ongoing discussion whether formal methods such as the π-Calculus [16, 17] and Petri-Nets [18] can be applied in a correct manner to existing modeling techniques in the field of Web service composition languages [19]. It is also often questioned if the formalism influenced the modeling technique and if only various aspects of the formalism are recognized in the modeling languages which came casually together without being actually based on the formal methods [20].

4.1. Petri-Net Models

Petri nets have been an early approach in concurrency theory in 1962 [18]. Combining the concepts of states and changes of states, Petri nets allow reasoning about the concurrent behavior of systems. Therefore, a Petri net is defined as n-tuple of places, transitions, flow relations, partial capacity restrictions, a weight function and an initial marking. The default weight function is usually 1, whilst the absence of a capacity restriction is expressed by ∞. The bipartite directed graph spanned by a Petri net then can be described as a 3-tuple of places, flow relations and transitions. A basic capability of Petri nets is their nondeterministic behavior. Any transition satisfying the conditions to be fired can be fired, while none of the transitions has to be fired. This nondeterministic behavior of Petri nets allows us to model basic concurrency behavior. Petri nets have
been under permanent development since initially introduced by Petri. Business modeling languages such as Business Process Execution Language (BPEL) [21], Web Service Flow Language (WSFL) [22] and Business Process Modeling Notation (BPMN) [23] claim Petri nets to be used as theoretical foundation for modeling control flows, using a notion of token-passing within these languages.

### 4.2. π-Calculus Models

An also often cited foundation for Web service composition in the field of process algebra is the work by Robin Milner on the π-calculus [16, 17]. The π-calculus is argued to be as important for concurrent computation theory as Alonzo Church's λ-calculus [24] for functional programming theory. Both calculi provide the essential mathematical foundation to reason formally about a system’s correctness [25]. The π-Calculus, providing communication capabilities between agents, extended by the concepts of mobility, is an extension of Milner’s previous work on the Calculus of Communicating Systems (CCS) [26], where we find the concurrent composition as central element of the calculus, used to synchronize the communication of independent acting agents [26].

Communication between agents is accomplished by exchanging information along named links. Such a link is formed by a negative prefix ŷx, describing the output, and a positive prefix y(z) for the input. For agents P ≡ ŷx.P' and Q ≡ y(z).Q' a named link y is established. In other words, P is willing to send x, while Q is ready to receive it along the named link y. Computation within the π-calculus is performed by applying reduction rules in the form of \( R \rightarrow R' \). The π-calculus allows us to reason about logical communication flow between and among agents. However, relocating agents within the communication structure is accomplished by rearranging the communication links between the agents.

Similar to Petri nets, the π-Calculus’s foundation is consulted to cover the basics of several modeling approaches. Namely, we can find the Business Process Execution Language for Web Services (BPEL4WS) [27], Business Process Modeling Language (BPML) [28], Web Service for Business Process Design (XLANG) [29] but also WSFL again, claiming some of its foundations in the theoretical approach of the π-Calculus. Also in [10] we find especially an approach using the π-Calculus to describe link-passing within REST-like architectures.

### 4.3. Mobile Ambients and Variants

As one of the most recent process calculi, the Ambient Calculus [30] was developed by Cardelli and Gordon considering two distinct aspects in mobility: mobile computing and mobile computation. There, mobile computing deals with computation carried out in mobile devices such as laptops, mobile phones and all kinds of ubiquitous devices not bound to any particular location. Mobile computation, however, considers mobile code moving between devices such as applets or agents. The work was inspired by the idea of the World Wide Web, where mobile agents cannot simply migrate from any point A to any point B. For example, to enter or leave administrative domains, explicit authorization is required. The calculus aims to integrate both aspects into one single framework, based on ambients representing the mobile agents, their interaction and mobility.

Similar to interferences known from CCS or the π-Calculus, within Mobile Ambients, plain interferences might appear, causing a non-deterministic behavior of the corresponding program. In addition, Levi and Sangiorgi [31] observed furthermore grave interferences causing not only non-deterministic programs but also leading to eventually program failures and thus categorized by them as programming errors. These issues have been addressed in their work about Safe Ambients by introducing co-actions, coordinating the ambient interactions. Furthermore, ambients, processes as well as capabilities are typed in their approach. In addition to basic types, based on the original ambient calculus, single-threaded as well as immobile types are introduced. Due to the introduction of co-actions, movements become synchronous and thus synchronization mechanisms are required for distributed implementations. Further typing has been introduced by Bugliesi and Castagna in [32], allowing to reason about additional security aspects of Safe Ambients.

Within Mobile Ambients, the unrestricted usage of the open capability, which reveals the content of an ambient to its outside, might lead to unexpected side effects. In practice, this requires incoming code to be statically checked and certified prior to being granted access to local resources and data. Bugliesi et al. addressed this issue with Boxed Ambients in [33]. This variant of the Ambient Calculus drops the open capability, while a finer mechanism for ambient interaction is provided. In Boxed Ambients, communication takes place via anonymous channels. Remote communication between siblings is only possible by applying mobility or intervention of the
parent ambient. Furthermore, communication resources are local to ambient and message exchange results always from explicit read and write request of these resources. Boxed Ambients are also used to reason about access control to resources [34] as well as the design of secure mobile applications using the Channel Ambient Calculus [35]. Based on Mobile Ambients, combined with the capability to use channels, the Channel Ambient Calculus, for example, can be used to model communication in hierarchical network topologies.

5. Inter Model Relationships

When thinking of the Ambient Calculus, mobile ambients are intuitively associated with agents, where an agent can be understood as an executing unit of code. But beyond this initial concept, originating from the agent-based approach, an ambient in the Ambient Calculus is prevailing on the existence of boundaries around a particular construct. Thus, ambients are characterized as bounded places where computation happens. More precisely, an ambient (1) has a unique name, (2) provides a collection of agents in the form of threads or processes, (3) can hold a collection of subambients, each with the same characteristics, and (4) can be moved as a whole. This can be a Web page bound by an actual file, a Web Service bound by its executing address range on its hosting system, a database bound by its physical volume or an XML file again bound by the file itself – literally any resource we find on the Web. A virtual construct such as an administrative domain bound by its logical construct can be identified as an ambient in the above meaning as well. This idea for mobile ambients originated basically from the concepts of the Web as state in [30]:

“The inspiration of this work comes from the potential for mobile computation over the World-Wide Web. The geographical distribution of the Web naturally calls for mobility computation […]. Because of recent advantages in networking and language technology, the basic tenets of mobile computation are now technologically realizable. The high-level software architecture potential, however, is still largely unexplored.”.

To show the precise relation between the concepts of the WAM elements introduced in Section 3 and the encoding in the Ambient Calculus we identify the core WAM concepts and their corresponding characteristics as mentioned above.

a) A service, in the form of a SOAP or REST-like architecture style Web service, can be understood as the mechanism providing access to a certain capability, while the service is defined by its interfaces.

b) Similarly, we can identify an application which is bound, for example, by the folder structure on the host system, to which the Web application is deployed to.

c) Data providers, for example databases, are bound by their physical volumes and their logical structures. Also a sensor network, acting as a data provider through a corresponding wrapper, is bound by its physical limitations such as the number of nodes in the sensor networks. Data providers are already recognized as separate entities in the WAM approach. Interfaces to databases might be given through SOAP or RESTful Web services such as the Amazon S3, Amazon SimpleDB [36, 37, 38] or the Microsoft ADO.NET Data Services [39].

d) Additional functionality provided by third party systems, beyond data management, is represented by process units. Process units are recognized as bounded units providing a specified set of functionality or hosting processes out of scope of the modeled system.

e) Security realms are logical constructs, used to envelope services and applications and consequently constitute their boundaries by “self”.

f) Invocations do not provide boundaries since they certainly do not represent ambient. However, invocations include the transmission of messages, where sending messages in a web-based system should be understood as the exchange of documents, such as sending a XML file due to a HTTP request using a RESTful service or sending an SOAP message due to a SOAP request. Through, each of these involved files can be recognized as ambient.

6. Modeling Approaches

The constructs identified so far line up well with the ideas based on the characteristic of mobile ambients. Similarly to the π-Calculus, the Ambient Calculus provides a set of basic primitives. These basic primitives have been introduced by Cardelli and Gordon in their original work on the Ambient Calculus. The fundamental difference here is that names π are ambient names and not channel names. This, however, leads us to a fundamental question whether to use channels or not to model federated
Web applications. To point this out, we pick up on the π-Calculus introduction from Section 4.2. Based on this introduction we consider a scenario where multiple services are involved.

In [40] we find an intuitive scenario, which involves a client computer, a printer and a server handing over the communication link after the user request from the user was verified. More in general, we can think of a user who is supposed to use a certain resource (e.g. the Payment Service in our example). The communication link to the resource can be only established after requesting a valid security token from a STS. Both communication links are private to the involved, realized by encryption. This restriction is encoded in the calculus below as well. After the user credentials are approved, the communication link is established and the user gains unqualified access to the resource as illustrated in Figure 5a and b. In this example we clearly see the direction of the communication flow from the STS to the user. This is based on the fact, that the request is send first to the IP and then forwarded to the STS, which finally issues the security token to the user. In a strictly SOA-based system, these invocations can be clearly identified as service invocations between the user’s application, the Web service and the STS.

To express this scenario as π-Calculus model we need three resources $P, Q, R$. Communication links are established between resource $P$ and $Q$ as well as between $Q$ and $R$, depicted as a flow graph in Figure 6 a). Now we want to reconfig the communication links, letting $P$ directly communicate to $R$. Therefore, we let $Q$ send its link to $R$ to $P$. In the π-Calculus we write $Q \equiv \bar{x} y . Q'$. In addition, $P$ has to receive the link expressed by $P \equiv x(z). z y z'' . P'$. $x(z)$ indicates that the variable $z$ is bound within $P'$; $z y z'' . P'$, hence expresses the will of $P$ to send the information $z''$ along a link $y$ before it continues as $P'$. In this example the restrictions $(x)$ and $(y)$ are used to indicate the private nature of the communication links between $P, Q$ and $R$. The system described so far is expressed in the calculus by

$$(x)(y)(\bar{x} y . Q' | x(z) . z y z'' . P' | y(z') . R').$$

After executing the communication steps between $P$ and $Q$, the communication link $y$ is established between $P$ and $R$. Figure 6 b) depicts the expression right before the information $z''$ is sent.

![Figure 5. Depiction of a SOA-based resource access using a security token service](image)

![Figure 6. Basic π-Calculus communication links of the corresponding resource access in Figure 5](image)

Due to the lack of semantics, however, it is hard to say if the model above describes the logical communication flow between the agents or their hierarchical alignments. Therefore, the rearrangement of communication links could be also understood as equivalent to the hierarchical rearrangement of agents. In a REST-based scenario the representations of the resources sent among the services are the central aspect, not the invocation of the service itself.

To address this, we use the Ambient Calculus to clearly distinguish between the location of an ambient and the related communication flow and the resources represented by this communication flow. Since ambients can be nested, we can model hierarchical assembled systems representing labeled, unordered trees. That way we can model the semantics of the system of interest [41] and clearly decide if a service in the model is part of a security realm (cf. Figure 7), what boundaries are passed by an invocation and what resources are involved in this particular invocation.

![Figure 7. Hierarchical order of ambients](image)

In terms of communication, the Ambient Calculus, allows to encode other formalisms like the λ-Calculus or the π-Calculus using communication primitives. These communication primitives can be used to encode invocations between services as used
for the π-Calculus example. However, also applications and further entities within and among security realms can be modeled, while the interaction among the involved resource can be modeled with a finer granularity. Direct communication between processes takes place in the form of Ambient I/O. As inter-process communication, it takes place between various constructs within a security realm. Inter-ambient communication as provided by Parent I/O or Ether I/O, provides messages-based communication where messages are sent from one process to another, passing the surrounding ambient boundaries. Parent I/O and Ether I/O can thus be used to encode invocations among nested security realms or realms located both within a third security realm. Remote I/O provides functionality for long-range communication. Within the calculus, this type of communication is modeled as so-called messenger agent movements across administrative boundaries. Ether I/O allows communication between any two anonymous ambients through their surrounding ambients ether. In Table 1 we provide a brief overview of the given communication mechanisms.

<table>
<thead>
<tr>
<th>Mechanism</th>
<th>Scope</th>
<th>Type</th>
</tr>
</thead>
<tbody>
<tr>
<td>Ambient I/O</td>
<td>Local</td>
<td>Within ambients, anonymous</td>
</tr>
<tr>
<td>Parent I/O</td>
<td>Spatial</td>
<td>Between anonymous parent and named child</td>
</tr>
<tr>
<td>Ether I/O</td>
<td>Global</td>
<td>Between named siblings</td>
</tr>
<tr>
<td>Remote I/O</td>
<td>Global</td>
<td>Between named ambients</td>
</tr>
</tbody>
</table>

7. Linking Business Process and Federation Models

Based on the concepts introduced so far, we want to provide a brief insight into the WAM’s capability of linking various models and how the proposed formalism helps to achieve this goal. Therefore, Figure 8 depicts a business process for an online order through an online retailer’s (OR) Web application. The activities check product availability and process order are accomplished by different services. A further party involved in this process is a credit institution (CI) providing a payment service. Within the activity process payment, OR can send the request to two different services provided by CI. Based on the provided endpoint descriptions, both services are appropriate. To distinguish, a further cost-based function is considered where a single transaction is either charged with 3% and a fixed rate of $0.10 or 5% and a fixed rate of $0.25. While initially using the more expensive service, the process is changed to use the obviously cheaper one.

Based on such a BPMN notation, executable BPEL can be generated [42] to support an engineering process. However, after changing the business process we realize that the corresponding activity cannot be completed. While the business process model appears to be correct, the corresponding WAM diagram shows that the related Premium Service is not accessible due to a missing trust relationship to the particular service. Access to the related service is only granted to business partners providing additional fee. The inaccessibility of this premium service, however, is not obvious in the BPMN model or the generated BPEL but the restriction to this premium service can be determined due to the additional security realm (PR) in the corresponding WAM model in Figure 9.

Changes in the federation can have immediate effect on the business process as well. Since the system topology is not necessarily reflected in the business process, changes in the topology are hard to address. By changing business partners, existing trust relationships become obsolete and new ones are established. The related business processes are thus affected immediately by such changes. By changing the credit institution, the process payment activity...
might become obsolete. Due to the inter-model mapping between the WAM layer and the Business Process layer, these changes are recognized and can be applied to related entities in other modeling layers. Based on [43] we can now identify the various communication links and resources within the model for further, automated computation (cf. Figure 10).

Figure 10. Formalized resources and invocations based on the WAM diagram

The formalized models allow us to monitor and predict potential problems in the various model layers. For predictions, vital elements of the model can be modified to compute potential effects on other system components. For example, by removing a service from the model to simulate the failure of this particular service or changing the corresponding invocation profile, possible effects on the business model can be shown. Various scenarios can thus be modeled either to validate the system’s rigidity or to determine weakness in the system.

8. Conclusion

In this paper we discussed the formal foundation of various formal modeling approaches for Web-based systems. We have argued about the advantages and disadvantages of various approaches to show that a strict separation of Service-oriented Architectures based on a WS-* architecture and REST-like architecture styles is not always feasible. With the WebComposition Architecture Model we provide a modeling approach for designs and proofs that can be easily initiated by the user, by using the provided editor for Microsoft Visio, while possible problems are pointed out in the WAM diagram. The complexity of the formal evaluation is thus taken away from the user’s burden, who finally receives the important information in a human readable and easy to understand form.

WAM related tools, examples and additional information are available for download http://www.WebComposition.net/WAM.
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